The New ABAP Debugger

"How to find and correct the most elusive problems in ABAP"

Tony Cecchini
This eBook will deal with the NEW ABAP debugger in ECC. Part 1 will explore the Classic (Old) debugger and the old architecture and drawbacks. It will then introduce the architecture for the new debugger and show how to make this your default-debugging tool for ECC. (It is the default Netweaver 2004s).

SAP introduced the “New ABAP Debugger” with SAP NetWeaver ’04, which includes a new architecture that enables analysis of all ABAP programs and a state of the-art user interface. The architecture of the New ABAP Debugger, which has been developed from the ground up, will provide for a more flexible and intuitive user interface. If you happened to upgrade to SAP NetWeaver 2004s, then New ABAP Debugger has even more enhancements. Such as integration of the new ABAP Front-End Editor into the new source code display, complete with syntax highlighting and a Data Quick Info pop-up; the new Diff Tool, which guides you through the differences between, for example, two nested structures or internal tables; and the Data Explorer.

Why do we need a New ABAP Debugger?

The Classic ABAP Debugger runs in the same roll area as the application to be analyzed (debuggee). It is therefore displayed in the same window as the application. However, this technology also has some restrictions. For instance, it is not possible to debug conversion exits and field exits. The reason behind this drawback is because inside a conversion exit for a field, no ABAP DIALOG statements are allowed, Like a CALL SCREEN. Since the debugger and the debuggee share the same context, the debugger cannot send a debugger screen.
Another drawback is the risk of code in the debugger affecting the debugge. They both reside in the same internal session and naturally can impact each other. SAP has attempted to mitigate this risk but not using ABAP as the development language for the classic debugger and its core resides in the Kernel. However, this leads to even more drawbacks, as now it is impossible to leverage any new ABAP GUI enhancements, such as the CFW (Control Framework).

New ABAP Debugger Architecture

Ok…now let us look at the new debugger architecture, called the Two-process architecture. So what is the big deal? The fundamental difference of this architecture is its two external sessions, each of which appears in its own SAP GUI window. One session for the debugge, and a separate session for the debugger. The debugger controls the debugge. This two-window approach, in which the debugger lives in its own external session, has significant advantages, and solved the issues of debugging through field exits and conversion routines. It has also insulated the object being debugged from the debugger instance. That means the integrity of debugge is no longer at risk of impact from the debugger.
The New ABAP Debugger – Part 1

OK, you want to use the new debugger.....Here is how to set it as your default. Switching between the Classic ABAP Debugger and the New ABAP Debugger is easy — in the Object Navigator (transaction SE80) or in the ABAP Editor (transaction SE38), follow the menu path Utilities→Settings. (See Below)

You can initiate the debugger as you already know how to do using /H or by setting a break-point.
The New ABAP Debugger – Part 2

The New ABAP Debugger USER Interface

The New ABAP Debugger provides a state-of-the-art user interface that can be customized to your needs.

Before exploring how the New ABAP Debugger user interface can help you achieve greater productivity, let’s focus on the following ……

• What are the main parts of the New ABAP Debugger user interface?

• How can I customize the ABAP Debugger User Interface?

• Which ABAP debugger tools are available through the user interface?

Let’s look at the new ABAP Debugger interface. See below.
There are five main components of the New ABAP Debugger user interface:

- Process information area
- Control area
- Source code information area
- Desktops
- Tools

Let's take a look at each in turn.

**Process information area:** The process information (or title) area of the ABAP debugger user interface provides information about the status of the debugger or debuggee. The following information is provided:

- **Session number:** Because you can debug several applications in parallel, you need to know which session the ABAP debugger user interface is connected to.

- **Debug setting/session type:** Next in the process information area is information about the session type or status:

  - (/hs) indicates that system debugging is active.

  - HTTP- indicates HTTP debugging.
-RFC->destination indicates debugging of an RFC module at the specified destination.

-UPDATE- indicates debugging of the asynchronous update functionality of a transaction.

-ATTACHED- indicates that the debugger is attached to a process (you can attach the debugger to a running process via transaction SM50 by following the menu path Process-->Debugging.

Exclusive/Non-Exclusive indicates whether the ABAP debugger session runs as an exclusive session or a non-exclusive session. In an exclusive debugging session, the work process is exclusively locked for your currently running debugging session; in a non-exclusive debugging session, the work process is not locked, and any debugger action may involve an implicit database commit during roll-in/roll-out of the debuggee context. (See July 2011 Q&A in Newsletter)

Control area: Standard features for execution control (step into, step over, return, continue) in the New ABAP Debugger are similar to those in the Classic ABAP Debugger. The new debugger also provides shortcuts to create breakpoints and watchpoints.

Source code information area: The New ABAP Debugger displays the full information about the current source position. The displayed information depends on the current code type — in ABAP code you see “main program,” “include,” and “source line” information; in screen flow code, you see “main program,” “screen number,” and “source line” information.
Desktops and tools: Finally, we reach the most important part of the New ABAP Debugger user interface — the desktops and tools. The desktops are your work areas, and all available tools (e.g., the Source Code display tool and the Variable Fast Display) can be arranged on the desktops. You can configure the desktops to your needs and switch to specialized desktops for unique debugging tasks. As you can see, there are three user-specific desktops (Desktop 1, Desktop 2, and Desktop 3) and seven standard desktops (Standard, Structures, Tables, Objects, etc.).

You can customize which tools appear on any desktop (with a maximum of four tools on a desktop), along with the position and size of the tools on the desktop, but only the configuration of the three user-specific desktops can be stored permanently in a debugger variant. That's right, we now have debugger variants.

A debugger variant can consist of Options (e.g., customizing the navigation to the Detail Views or special options for the different tools) and debugger settings (e.g., turn the system debugging on or off). You can store your Breakpoints and any user interface customizations (e.g., which tools are located on which desktop). Debugger variants are stored on the database. To access them, you need the name of the user who created the variants and the variant name. You can also download a debugger variant to a local file. Cool... huh?

Customizing the New ABAP Debugger User Interface

Ok, let’s wrap this up with customizing the interface. Below you see a debugger tool (the Source Code display tool) residing on a desktop. It is automatically accompanied on the left by arrow symbols, which you can use to resize the tool, decreasing or increasing the size of the area it covers in the window. On the right side is an icon bar, which provides the following functionality:
• Close (or remove) the tool.

• Choose a tool from the pop-up dialog, and add it to the current desktop.

• Exchange the tool with another tool selected from the pop-up dialog.

• Set the size of the tool to full-screen mode (this hides all other tools – be careful)

• Swap the location of one tool with that of another tool.

• Invoke a tool-specific services dialog.

When you invoke a tool-specific services dialog, a services dialog pop up that is specific to the tool in use opens. Let’s use the Tables tool as an example. (see below)
The services dialog consists of two sections:

**Standard:** Standard services are available for almost all tools. You can download the current tool content — for example, you can download the content of an internal table to a local file in order to analyze it by sorting the data, for example, in Microsoft Excel. You can also perform searches in the displayed content of the tool (press Ctrl-F to start a search and Ctrl-G to continue a search) — you could search for a special attribute of an object in the Object View.

**Tool-Specific:** This portion of the dialog presents all the specific features of the selected tool. As shown in the table-specific services dialog above, there are tools for customizing the columns and for modifying the content of an internal table (e.g., changing or inserting a row). You even have the option to delete the table itself.
Tools of The NEW ABAP Debugger

In this, the 3rd and the final installment, I will explore the tools of the NEW ABAP Debugger somewhat in depth. I will explore the tools I feel you will most likely use repeatedly. Please consult the SAP help portal for the NEW ABAP Debugger to explore any tool further, and learn about any not discussed directly in this eBook.

The tools of the NEW ABAP Debugger are optimized for the different debugging situations you may have to deal with during the course of solving a problem. Some of the tools you will recognize from the Classic ABAP Debugger; others are brand new. Before we look at a few of the tools and how to use them, lets first get comfortable with the tools menu and how the tools are organized.

If you want to add a new tool to the current desktop, you will get the pop-up window titled “New Tool” where you can choose the appropriate tool based on your situation.
The New ABAP Debugger – Tool Sections

The tools are grouped into sections:

**Standard Tools:**

- **Source Code:** Display current source code in the back-end editor. Please note that this is the old editor and I recommend you do not use this. There is another tool farther down the menu that will use the NEW Editor.

- **Call Stack:** Display the current ABAP stack and screen stacks.

- **Variable Fast Display:** Display variable value and type.

- **Breakpoints:** Maintain breakpoints, watchpoints, and checkpoints.

- **Source Code (Edit Control):** Display current source code in the NEW ABAP Front-End Editor. This is the option I recommend you use to enlist all the valuable enhancements of the new editor.

**Data Objects:**

- **Object:** Display/change objects and classes.

- **Table:** Display/change internal tables.

- **Structure:** Display/change structures.
- **Single Field:** Display/change variables with simple data types, such as C, N, D, T, STRING,… etc.

- **Data Explorer:** Display very complex data structures in a tree-like fashion.

It's worth mentioning that if you double-click on a variable displayed in any tool, you will launch the corresponding detail view described above that corresponds to its data type.

**Special Tools:**

- **Web Dynpro:** The structure of the content of the current controller, the properties of the UI elements in the layout of the current view and the currently instantiated component usages

- **Loaded Programs (Global Data):** Display all currently loaded programs and their global variables.

- **Memory Analysis:** Display integrated Memory Inspector tool (S_MEMORY_INSPECTOR)

- **Screen Analysis:** Display the screen attributes and the subscreen stack.

- **Diff Tool:** Compare variables very quickly to outline delta

- **System Areas (Internal):** Display system areas such as SMEM, ABAP Memory, Datasets, Screen Attributes...etc
OK, let's take a closer look at the most common debugging activities — displaying source code and the call stack, analyzing variables, and setting breakpoints and watchpoints.

**Displaying ABAP Source code**

I believe it's important that we are using the New Editor and not the old “Classic Editor”. To be sure you are using the new editor, from the ABAP Editor main screen (SE38 or SE80) follow the menu path Utilities→Settings. Verify that you are positioned on the editor tab and have selected the radio button for the Front-End Editor (New).
There are several compelling reasons for doing this (look for an upcoming Blog on the New SAP Editor), the reason most relevant for this blog is that the New ABAP Debugger leverages the following benefits of the new ABAP Front-End Editor...

- ABAP code is easy to read because of real-time syntax coloring.
- Both vertical and horizontal free scrolling is possible.
- Processing block start and end (i.e., IF/ENDIF, LOOP/ENDLOOP) is highlighted in real time.
- Variable values and types appear in a Data Quick Info pop-up.
- Breakpoints are easily set using a breakpoint column.
Displaying the ABAP CALL Stack in The New ABAP Debugger

The Call Stack tool displays the ABAP call stack. It allows you to switch to the context of each stack level and navigate to the source code by opening the ABAP Editor, in order to start a deeper analysis of the code in a separate window (just double click!). Also new with SAP NetWeaver 2004s is the ability to display the screen (Dynpro) stack as well. Even more important, you can display a combined ABAP and screen stack to find out on which ABAP level which screen was called, and which screen invoked which ABAP module.

You can navigate from each stack line to the corresponding source line in the editor by double clicking on the icon in the stack type column.

Displaying variable contents

One of the new features of the New ABAP Debugger is the Variable Fast Display tool, which enables you to view basic information about a variable, such as the variable type, value, hexadecimal value, etc.
To display this information, you select the tool and then type in the variable name, or you can double-click on the variable name (i.e., the symbol) in the source code to transfer the symbol to the Variable Fast Display.

Even more convenient is the ability to display all global variables of the current program or all local variables (including the interface parameters) of the current procedure.
If you are interested in a special global variable of another program that is part of the application, you can use the Loaded Programs (Global Data) tool belonging to the special tools category, which allows you to browse all global variables of all loaded programs, not just the current program.
This tool also allows you to check out which programs have been used (i.e., loaded) in the current internal session.
One of the most significant benefits of the New ABAP Debugger is the ability to provide tailored detail views for all ABAP data types. The detail views are part of the New ABAP Debugger navigation system. Regardless of the tool that is active, you can navigate to a detail view by simply double-clicking on the variable in any tool (with the exception of the Source Code tool), and the variable automatically appears in the appropriate detail view.

For example, if we go back to the above diagram for global variables for the current program and double-click on line 2 of the MARA structure, the tool displays the Structure of MARA at the discrete field level.
For very complicated data structures, such as a complex nested object, it is more convenient to start an analysis in a tree-like display that allows you to dig deeper and deeper into the object without losing information about the levels above. The Data Explorer tool provides this capability.

Break-Points and Watch-Points in The New ABAP Debugger

While breakpoints have not changed much between the Classic and New ABAP Debuggers, save a few enhancements, watchpoints have. Let’s take a look at each in turn.

Break-Points

In ABAP there are three different kinds of breakpoints, each of which serve a specific purpose. In releases prior to SAP NetWeaver 2004s, only one breakpoint icon was displayed in the debugger to denote all three types of breakpoints. In SAP NetWeaver 2004s, three different breakpoints icons are displayed in the New ABAP Debugger, as well as in the ABAP Editor, so you know immediately which kind of breakpoint you are dealing with.
You can set **debugger breakpoints** inside the debugger. They exist only as long as the debugger is active. Once the debugger is closed, all debugger breakpoints are gone.

Usually, you set **session breakpoints** in the ABAP Editor. The scope of session breakpoints is the current logon session. This means that your session breakpoints are present in all external sessions (i.e., SAP GUI windows) of the current logon session. If you select the Save button in the ABAP Debugger (in a dialog logon session), all current debugger breakpoints are automatically converted to session breakpoints.

If you set a breakpoint inside the coding of a Web Dynpro or BSP application, then the ABAP Workbench automatically sets a **user breakpoint**. User breakpoints are stored in the SAP database, and they are valid for all logon sessions of the current user on the current application server. If you set a user breakpoint, then all following logon sessions of this user will have those breakpoints set.

Setting breakpoints in the New ABAP Debugger is not much different from setting them in the Classic ABAP Debugger. If you click on the breakpoint icon in the control area of the New ABAP Debugger, the Create Breakpoints dialog appears. Here you select whether you want the breakpoint to occur at ABAP commands, methods, functions, or forms, or whenever an exception is caught. You can also set a breakpoint at an arbitrary source code position (even in not-yet-loaded programs). **This capability is not available in the Classic ABAP Debugger.**
You can get help when you are setting breakpoints at a method, function, or form by pressing F4. For example, pressing F4 in the Method Name field on the Method tab displays all included methods of a given class. So even if you do not have all the details about the method or function module, you can still set a breakpoint. In the Classic ABAP Debugger, there is no such help available.
Using the new Breakpoints tool, which is on the Break/Watchpoints desktop, you can administer all your currently set breakpoints. You can create, delete, activate, or inactivate breakpoints using this tool. In the New ABAP Debugger, you can treat the breakpoints individually. For example you can promote any single debugger breakpoint to a session breakpoint or any session breakpoint to a user breakpoint..etc

Watch-Points
A watchpoint can be set on any variable with local or global scope to break the execution of the program when the variable's content changes. This makes it easier to debug the program's data flow.
In order to create a watchpoint, click on the Watchpoint button in the control area of the New ABAP Debugger. In the pop-up dialog that appears, you can specify the variable, the scope for a watchpoint on a local variable, and a free condition. The scope for a watchpoint on a local variable means that you can set the watchpoint for only the current instance of the module on the execution stack in which the local variable exists, or for all instances of this module that will be pushed onto the stack. The ability to associate a free condition with the watchpoint is a convenient way to limit the number of “watchpoint reached” events according to your needs. When you specify a condition along with watchpoints, it is a free-style condition for which you can choose two arbitrary operands (no need to specify the watchpoint variable, but you can) and one operator. Write the condition in the same way you would write it in ABAP. You can use two built-in functions as operands in the watchpoint condition….. “lines( itab )” and “strlen( str )” (the number of lines of the internal table itab and the length of the string str, respectively).

For example, I will set a watchpoint on the internal table itab1 to break when it is greater than 50 lines in content.
All currently set watchpoints are listed in the Watchpoints tab of the Breakpoints tool. Here you can create, edit, delete, activate, or inactivate watchpoints. In addition to information such as the variable name, the scope, and the condition, you will find in the watchpoint list a symbol for the “old variable” for all watchpoints. This information enables you to view the value of the variable of the recently hit watchpoint before it was changed. I will execute the above watchpoint for illustration of this point...

The final tool I want to explore is the new **DIFF tool**.

Do you remember this situation...

You are hot on the trail and need to find the differences between two tables. Using the Tables desktop, we can easily create two table views in order to compare the two tables. However, for large internal tables, finding out the differences within an acceptable period of time is not an easy task.
The New ABAP Debugger provides a special tool for this task — the DIFF Tool, which finds the differences between two arbitrary ABAP data objects. You can compare internal tables, structures, strings, or even objects using the DIFF Tool, which provides the differences concerning the types (e.g., one table is a sorted table and the other a hashed table), and of course, the values.

I will start the DIFF Tool for the internal tables’ itab1 and itab2; simply click on the Start Comparison button, and viola, a complete display showing a list of all differences between the two tables.
If you enjoyed this ebook and want to learn more, click the button below. Learn about the WebDynpro Debugging tool, how to run ABAP traces inside the debugger, and all about Software Layering (SLAD)
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